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### **Theory**

The **N-Queen problem** is a classical combinatorial problem:

* Place N queens on an N × N chessboard.
* Queens must be placed so that no two queens attack each other.
* A queen can attack another if they share the same **row, column, or diagonal**.

**Backtracking** is used:

* Place queens one by one in different rows.
* If placing a queen leads to a valid state, proceed to the next row.
* If a conflict occurs, backtrack and try the next column.

### **Input:**

* A single integer N → size of chessboard (and number of queens).

### **Output:**

* One or more valid configurations of N queens on the board.
* (Each solution shows positions where queens are placed safely.)

### **Objective of Experiment:**

To understand and implement **Backtracking** by solving the **N-Queen problem**, demonstrating how systematic trial and error with recursive backtracking helps solve constraint satisfaction problems.

### **Algorithm (Backtracking):**

1. Start with the first row.
2. Try placing a queen in each column of the current row.
3. If placing queen is **safe** (no other queen in same column/diagonal), place it.
4. Recurse to the next row.
5. If all queens are placed → print solution.
6. If no valid column exists in current row → backtrack (remove queen from previous row and try next possibility).

### **Pseudo Code:**

function solveNQueen(N):

create board[N][N] initialized to 0

if placeQueen(board, 0, N) == false:

print "No solution exists"

else:

print board

function placeQueen(board, row, N):

if row == N:

return true // all queens placed

for col = 0 to N-1:

if isSafe(board, row, col, N):

board[row][col] = 1

if placeQueen(board, row+1, N):

return true

board[row][col] = 0 // backtrack

return false

function isSafe(board, row, col, N):

check column above

check upper-left diagonal

check upper-right diagonal

if no conflicts → return true

else → return false

### **Java Implementation:**

import java.util.Scanner;

public class NQueen {

static int N;

// Function to print solution

static void printSolution(int board[][]) {

for (int i = 0; i < N; i++) {

for (int j = 0; j < N; j++) {

System.out.print((board[i][j] == 1 ? "Q " : ". "));

}

System.out.println();

}

System.out.println();

}

// Check if a queen can be placed at board[row][col]

static boolean isSafe(int board[][], int row, int col) {

// Check column

for (int i = 0; i < row; i++)

if (board[i][col] == 1)

return false;

// Check upper-left diagonal

for (int i = row, j = col; i >= 0 && j >= 0; i--, j--)

if (board[i][j] == 1)

return false;

// Check upper-right diagonal

for (int i = row, j = col; i >= 0 && j < N; i--, j++)

if (board[i][j] == 1)

return false;

return true;

}

// Recursive function to solve N-Queen problem

static boolean solveNQUtil(int board[][], int row) {

if (row == N) {

printSolution(board);

return true;

}

boolean res = false;

for (int col = 0; col < N; col++) {

if (isSafe(board, row, col)) {

board[row][col] = 1;

res = solveNQUtil(board, row + 1) || res;

board[row][col] = 0; // backtrack

}

}

return res;

}

static void solveNQ() {

int board[][] = new int[N][N];

if (!solveNQUtil(board, 0)) {

System.out.println("No solution exists");

}

}

public static void main(String args[]) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter value of N: ");

N = sc.nextInt();

solveNQ();

sc.close();

}

}

**Input:**

Enter value of N: 4

**Output:** (One possible solution)
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### **Flowchart :**

* **Start**
* Input N
* Initialize empty board[N][N]
* Call recursive function placeQueen(row)
  + If row == N → print solution
  + Else try placing queen in each column:
    - If safe → place queen → recurse → if fails → backtrack
* Repeat until all solutions are found
* **Stop**

**Source Code, with description and with Output Need to be Uploaded to the VOLP**

-

**Code:**

import java.util.Scanner;

public class NQueen {

    public static boolean isSafe(int[][] board, int row, int col, int N) {

        for (int i = 0; i < col; i++)

            if (board[row][i] == 1)

                return false;

        for (int i = row, j = col; i >= 0 && j >= 0; i--, j--)

            if (board[i][j] == 1)

                return false;

        for (int i = row, j = col; i < N && j >= 0; i++, j--)

            if (board[i][j] == 1)

                return false;

        return true;

    }

    public static boolean solveNQueen(int[][] board, int col, int N) {

        if (col >= N)

            return true;

        for (int i = 0; i < N; i++) {

            if (isSafe(board, i, col, N)) {

                board[i][col] = 1;

                if (solveNQueen(board, col + 1, N))

                    return true;

                board[i][col] = 0;

            }

        }

        return false;

    }

    public static void printBoard(int[][] board, int N) {

        for (int i = 0; i < N; i++) {

            for (int j = 0; j < N; j++) {

                System.out.print(board[i][j] + " ");

            }

            System.out.println();

        }

    }

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        System.out.println("Enter the size of the board (N):");

        int N = sc.nextInt();

        int[][] board = new int[N][N];

        if (solveNQueen(board, 0, N)) {

            System.out.println("Solution exists:");

            printBoard(board, N);

        } else {

            System.out.println("Solution does not exist");

        }

        sc.close();

    }

}

**OUTPUT:**

**![](data:image/png;base64,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)**
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**Time and Space Complexity Analysis:**

## Time Complexity Analysis

* In worst case, the algorithm tries to place queens in all rows for each of the N columns.
* Possible configurations to explore: N^N
* Pruning reduces number of checks, but worst case remains O(N!) due to permutations of placing queens per row without conflicts.
* Hence time complexity is approximately **O(N!)**

## Space Complexity Analysis

* Uses an N×N times N×N board to store queen positions.
* Recursion stack depth can go up to N (one for each column).
* Total space complexity is **O(N^2)** for the board plus recursion call stack, which is **O(N)**
* Overall space complexity is **O(N^2)**

**Pseudocode with Complexity Comments**

text

FUNCTION knapsack(W, wt, val, n)

DECLARE 2D array K of size (n+1) x (W+1) // Space: +(n+1)\*(W+1) = O(n\*W)

FOR i FROM 0 TO n // Time: +n+1

FOR w FROM 0 TO W // Time: +(W+1) per i; Total: \*n\*W

IF i == 0 OR w == 0 // Time: +1 per iteration

K[i][w] ← 0 // Time: +1

ELSE IF wt[i-1] <= w // Time: +1

K[i][w] ← MAX(val[i-1] + K[i-1][w - wt[i-1]], K[i-1][w]) // Time: +1 (max and addition)

ELSE

K[i][w] ← K[i-1][w] // Time: +1

ENDIF

ENDFOR

ENDFOR

RETURN K[n][W] // Time: +1 (return)

ENDFUNCTION

FUNCTION main

DECLARE scanner // Space: +1

PRINT "Enter number of items:" // Time: +1

INPUT n // Time: +1

DECLARE arrays val[n], wt[n] // Space: +n each = +2n total

PRINT "Enter value and weight of each item:" // Time: +1

FOR i FROM 0 TO n-1 // Time: +n

INPUT val[i], wt[i] // Time: +1 per read

ENDFOR

PRINT "Enter the capacity of the knapsack:" // Time: +1

INPUT W // Time: +1

maxProfit ← knapsack(W, wt, val, n) // Time: O(n\*W), Space: O(n\*W)

PRINT "Maximum profit that can be obtained = " + maxProfit // Time: +1

CLOSE scanner // Time: +1

ENDFUNCTION

**Complexity Explanation**

* **Time Complexity:** The nested loops iterate over each item (n) and capacity (W), so overall the time complexity is O(n×W)
* **Space Complexity:** The 2D DP table K requires O(n×W) space to store intermediate results.
* Input and output operations take linear time and constant extra space outside the storage arrays.
* All constant time operations (+1) occur within nested loops to build the solution table.